Explication de l’émetteur version 7

## Présentation générale

Cette version du code émetteur est conçue pour fonctionner avec l'appareil M5Stack, utilisant le module ENVII comprenant un capteur de pression BMP280 et un capteur d'humidité et de température SHT30, le tout sur une carte Arduino ESP32. Le programme s'initialise au démarrage du M5Stack, configure les capteurs, se connecte au réseau Wi-Fi, puis entre dans une boucle principale. Dans cette boucle, il lit la température et calcule le Humidex, envoie la température lus ainsi que le Humidex calculé, génère des messages d'alerte en cas de dépassement des seuils définis, chiffre les messages qu’il envoie et met à jour sont affichage ainsi que les données des capteurs toutes les 5 secondes.

*Note : le capteur de pression BMP280 n’est pas utilisé à proprement parler, il est uniquement utilisé pour alimenter le capteur de température et humidité SHT30 qui se trouve avec lui dans le module ENVII.*

*Remarque : nous utilisons un kit M5Stack comprenant plusieurs capteurs, le kit M5Go.*
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## 

## Fonction setup()

void setup() {

M5.begin(true, false, true, true); // Initialisation de M5Stack avec écran activé, son désactivé, vibreur activé et charge de la batterie activée

initSensors(); // Initialisation des capteurs

connectToWiFi(); // Connexion au réseau Wi-Fi

}

#### M5.begin(true, false, true, true);

Cette ligne initialise la bibliothèque M5Stack. Les paramètres indiquent si l'écran, le son, le vibreur et la charge de la batterie doivent être activés ou désactivés.

#### **initSensors();**

Appelle la fonction **initSensors()** qui initialise les capteurs.

### Fonction **initSensors()**

void initSensors() {

bmp.begin(0x76); // Initialisation du capteur de pression avec l'adresse I2C

//sht.init(); // Initialisation du capteur d'humidité et de température

M5.Lcd.setTextColor(TFT\_WHITE, TFT\_BLACK); // Configuration des couleurs de l'écran

M5.Lcd.setTextDatum(MC\_DATUM); // Configuration du point de référence du texte

Serial.begin(115200); // Initialisation de la communication série

}

#### bmp.begin(0x76);

Initialise le capteur de pression (bmp) avec l'adresse I2C spécifiée (0x76).

#### //sht.init();

Cette ligne permet d’initialiser le capteur de température et humidité, je l’ai commenté parce que “bmp.begin(0x76);” permet déjà d’initialiser l’ensemble du module ENVII dans lequel il y a à la fois le capteur de pression BMP280 et le capteur de température et humidité SHT30.

#### M5.Lcd.setTextColor(TFT\_WHITE, TFT\_BLACK);

Configure les couleurs de l'écran LCD de M5Stack avec du texte blanc sur fond noir.

#### M5.Lcd.setTextDatum(MC\_DATUM);

Configure le point de référence du texte sur le centre de l'écran.

#### Serial.begin(115200);

Initialise la communication série/communication pour le débuggage à une vitesse de 115200 bauds.

En résumé, la fonction **initSensors** initialise le capteur de pression, configure les paramètres de l'écran et démarre la communication série.

1. **connectToWiFi();** Appelle la fonction **connectToWiFi()** qui gère la connexion au réseau Wi-Fi.En résumé, la fonction setup initialise l'appareil M5Stack, initialise les capteurs et se connecte au réseau Wi-Fi au démarrage du programme.

### Fonction **connectToWiFi()**

void connectToWiFi() {

WiFi.begin(ssid, password); // Connexion au réseau Wi-Fi

while (WiFi.status() != WL\_CONNECTED) {

delay(1000);

M5.Lcd.print(".");

}

M5.Lcd.println("\nConnecte au reseau WiFi");

}

WiFi.begin(ssid, password);

Initie la connexion au réseau Wi-Fi en utilisant le nom du réseau (ssid) et le mot de passe (password).

#### La boucle while…

…attend que la connexion soit établie. Pendant cette attente, elle affiche des points sur l'écran LCD de M5Stack.

#### M5.Lcd.println("\nConnecte au reseau WiFi");

Affiche sur l'écran LCD que la connexion au réseau Wi-Fi a été établie.

En résumé, la fonction **connectToWiFi** gère la connexion au réseau Wi-Fi et informe l'utilisateur lorsque la connexion est établie.

## Fonction loop()

void loop() {

float temperature = readTemperature(); // Lecture de la température

float humindex = calculateHumindex(); // On calcul et récupère le Humindex

if (temperature > maxTemperature) {

messageToSend = createAlertMessageTemperature(temperature); // Création d'un message d'alerte

} else if (humindex > maxHumindex) {

messageToSend = createAlertMessageHumindex(humindex); // Création d'un message d'alerte

} else {

messageToSend = createRegularMessage(temperature, humindex); // Création d'un message régulier

}

encryptedMessageToSend = messageEncryption(messageToSend);

WiFiClient client; // Création d'un client Wi-Fi

if (client.connect(serverIP, 80)) {

sendAndDisplayMessage(client); // Envoi du message au récepteur et affichage sur l'émetteur

} else {

handleConnectionError(); // Gestion de l'erreur de connexion

}

delay(5000); // Attente de 5 secondes avant la prochaine itération/envoi de message

}

#### float temperature = **readTemperature();**

Lit la température à l'aide de la fonction **readTemperature()** et stocke le résultat dans la variable temperature.

### Fonction readTemperature()

float readTemperature() {

sht.get(); // Obtenir les données du capteur d'humidité et de température

return sht.cTemp;

}

#### sht.get();

Appelle la fonction get() du capteur d'humidité et de température (sht) pour obtenir les données actuelles.

(La fonction get() est une fonction de base de la classe SHT. Elle permet d'obtenir les données actuelles du capteur d'humidité et de température.

Dans le cas de l'instruction sht.get();, la fonction get() est appelée sur l'objet sht. L'objet sht représente un capteur d'humidité et de température.

La fonction get() retourne un objet SHTData qui contient les données actuelles du capteur. Ces données sont les suivantes :

* *temperature*: la température en degrés Celsius
* *humidity*: l'humidité relative en pourcentage
* *status*: le statut du capteur

L'instruction sht.get(); peut être utilisée pour lire les données du capteur à tout moment.)

#### return sht.cTemp;

Renvoie la température en degrés Celsius (cTemp) du capteur d'humidité et de température.

En résumé, **readTemperature()** récupère la température à partir du capteur d'humidité et de température et la renvoie.

#### float humindex = **calculateHumindex();**

Calcule et récupère le Humindex à l'aide de la fonction **calculateHumindex()** et le stocke dans la variable humindex.

### Fonction calculateHumindex()

float calculateHumindex() {

float T = sht.cTemp;

float HR = sht.humidity;

float es = 6.112 \* exp((17.67 \* T) / (T + 243.5));

float e = (HR / 100.0) \* es;

float humidex = T + (5.0 / 9.0) \* (e - 10.0);

return humidex;

}

#### float T = sht.cTemp;

Stocke la température en degrés Celsius (cTemp) du capteur dans la variable T.

#### float HR = sht.humidity;

Stocke l'humidité relative (humidity) du capteur dans la variable HR.

#### float es = 6.112 \* exp((17.67 \* T) / (T + 243.5));

Calcule la pression de vapeur saturante (es) à partir de la température.

#### float e = (HR / 100.0) \* es;

Calcule la pression de vapeur d'eau effective (e) en fonction de l'humidité relative.

#### float humidex = T + (5.0 / 9.0) \* (e - 10.0);

Calcule le Humidex à partir de la température et de la pression de vapeur d'eau effective.

#### return humidex;

Renvoie la valeur calculée du Humidex.

En résumé, **calculateHumindex()** utilise les données du capteur d'humidité et de température pour calculer et renvoyer le Humidex, un indice combinant la température et l'humidité relative.

#### Le if-else…

…vérifie si la température dépasse la température maximale autorisée (maxTemperature).

1. Si c'est le cas, il crée un message d'alerte (**createAlertMessageTemperature**).
2. Sinon, il vérifie si le Humindex dépasse le Humindex maximal autorisé (maxHumindex) et crée un message d'alerte correspondant. Si aucune condition n'est satisfaite, il crée un message régulier.

#### encryptedMessageToSend = **messageEncryption(**messageToSend**)**;

Chiffre le message à l'aide de la fonction **messageEncryption()** et stocke le résultat dans encryptedMessageToSend.

### Fonction messageEncryption()

String messageEncryption(String messageToEncrypt) {

// Chaîne pour stocker le message chiffré

String cryptedMessage = "";

// Boucle à travers chaque caractère du message à chiffrer

for (char currentChar : messageToEncrypt) {

// Si le caractère actuel est nul, ajoute un caractère nul au message chiffré

if (currentChar == '\0') {

cryptedMessage += '\0';

} else {

// Sinon, effectue l'opération de chiffrement

int asc = (int)currentChar + cryptingKey;

cryptedMessage += (char)(asc + 26 \* ((asc < 65) - (asc > 90)));

}

}

// Ajoute le marqueur de fin de signature à la fin du message chiffré

cryptedMessage += endSignatureMarker; // À mettre en variable globale

// Renvoie le message chiffré

return cryptedMessage;

}

**String messageEncryption(**String messageToEncrypt**)**

La fonction **messageEncryption** prend une chaîne de caractères **messageToEncrypt** en entrée et renvoie la chaîne chiffrée résultante.

#### String cryptedMessage = "";

Initialise une chaîne vide cryptedMessage qui stockera le message chiffré.

#### La boucle for (char currentChar : messageToEncrypt) { ... }

Traverse chaque caractère de la chaîne messageToEncrypt.

#### if (currentChar == '\0') { cryptedMessage += '\0'; }

Si le caractère actuel est nul, ajoute un caractère nul au message chiffré.

Sinon, effectue l'opération de chiffrement :int asc = (int)currentChar + cryptingKey;

#### cryptedMessage += (char)(asc + 26 \* ((asc < 65) - (asc > 90)));

Convertit le caractère actuel en valeur ASCII ((int)currentChar) et ajoute la clé de chiffrement (cryptingKey). Soit utilise une opération de chiffrement simple qui décale les caractères alphabétiques vers le haut de l'alphabet. Assure que les lettres restent dans la plage ASCII alphabétique. Nous utilisons le chiffrement de César.

#### cryptedMessage += endSignatureMarker;

Ajoute le marqueur de fin de signature à la fin du message chiffré.

#### return cryptedMessage;

Renvoie le message chiffré.

Cette fonction prend chaque caractère du message, le chiffre selon une méthode de substitution simple, et ajoute un marqueur de fin de signature qui permettra au récepteur de savoir où la signature est pour authentifier l’émetteur, mais aussi pour savoir où est le message à afficher. Elle est utilisée pour crypter les messages avant de les envoyer au M5Stack récepteur/Dispositif porté.

Grâce à cette fonction la signature d’authentification, la température et l’Humidex sont chiffrées d’une manière simple, efficace et légère.le code doit être léger en terme de calcul et de poids puisque nous somme limité en autonomie de batterie et espace de stockage cf. en annexe stockage utilisé par la version 7.

#### WiFiClient client;

Créer un client Wi-Fi.

#### Le if…

…tente de se connecter au serveur avec l'adresse IP spécifiée (serverIP) sur le port 80.

1. Si la connexion réussit, il appelle la fonction **sendAndDisplayMessage(client)** pour envoyer le message au récepteur et afficher le message sur l'émetteur.
2. Sinon, il appelle la fonction **handleConnectionError()** pour gérer les erreurs de connexion.

#### delay(5000);

Ajoute une pause de 5 secondes avant la prochaine itération/envoi de message. On peut dire que c’est notre temps de rafraîchissement des données du capteur.

# Annexe

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA6cAAAA4CAYAAAABxI57AAAfaElEQVR4Xu2dS69lxXXHT3+DBCKbRxwp4hPwXXh8AmCCZbXaxB7FYzPIhFhWEhvc4EGkSPYoji110whGNhMaiQaDBxnHcgPCEox659RjVa1XPfZ53HNu339JP+nes/euXY9Va61/7X3u3XzrH/5xAQAAAAAAAAAADs0rr7yyPPvss8vffOvx5W+/veWxJ5ZHHntyeeTxJ5dHH//75dEnAt9Z/u7J7ywbfTEAAAAAAAAAAHAIIE4BAAAAAAAAAJwciFMAAAAAAAAAACcH4hQAAAAAAAAAwMmBOAUAAAAAAAAAcHIuRJxuNhsAAAAAAAAAAFeAp59+enn00UdXMytOH4U4BQAAAAAAAAAw4qmnnjKfzQBxCgAAAAAAAADgYECcAgAAAAAAAAA4ORCnV4jn3vnrEsr//sc1c+y0vLW8Hxp2/3+WH12TbXv1j7HJsXxz6wXn2nPuFzhLbn4Wbe2f9ee7cOO95c/FPl/Mn/9w+fWXzB6353z++YHul9uu18lOsLYvy93lv/TxSOrL8tFrzrErQByjDxtjc4n4xaedOT4vfvzJg6avB+CY1FzCHgMU1/TnAByeqydOD5mYXjJOJuKGY94Wp0QQqa2E5VT94sI53b8ee+7OV/KgOl4IYxOKSv5Dgiav5X3L45WLHJcsJkr5y/L7l537Hos9k/mjJ6axfff9MbnxLhNr23H7Lo25HO9Ysq0Wu9zW+38PUr+jPW7n8xqz5WgrhxB4hxSnRHfOIE7bY3MEhr5yRyBOwYWgNuYuGQ+lOCUftnfMqOL02jV9bFdq7id93lwek3Iw75i6nsev6Audws4RuZ1pW7WTVC7Wr/Zy4SHHii9HAOIUHJ8DjPleC/IIkAApn0WRWZ1UEKfj9gbHfH+59/GXoq5Q9wNV94NSd3K6te7k3JvBVLXr6OyZzB83MdVjx4hj7AW5QBhjP7gHu4xjn8XpL78XBG7q/zXn3s15muVE4tQds6tAd2yOwAF8pQvEKbgQLrc4fSg5V3Gac5Pbb3819nnMf6W4+mbMez67fcvdbJabwenctk9RMS7cq1z7w+VXXzxwxG31pfFBwqj9B2SvXPhY8eUIQJwaek+lJqAnYeb6urDrroxMhuVujE1k9fHaD5v4SvGUFmcq/IlQu2597zahbukc5NMkUW0uUsSVop42cfwFyedql37xceGvZY4x7VFJ7Iw4JQeqxWiqm7WFPZXzxKYRypwdkmv51NaOq34qnBIR5+liLD0bv1sCpp6nUoxIryWM76og2Vz7Yf18YfpZaYvTNL7Unp+adSho3r9PtA/WbylOOzvEs+xgI4mBr+z6wu14v/w6u14LJ2VPpl96Z50nLtqedN0DVLv19XvVrftF9jDhK5vXMvQ6KraoEipaw3zO5LVqo0a8VUCFtU2MWWuTp4WeS21Lu/rpkZ2lxLMbk11fR8ffWv5g5oyuH8d7bWe17uRvYtK+VL9Srg/XffS78tl7P7+T5obbg/CV6Tq+Wda0k70ZidNd/VWay9tvf1Kuo3Hl95K+kvU7+2keM9L1FINULiHstzMfMWZY0UYxOeQz4edvbt3K9d9dfvZ6nvdOvmP7ni6h6+Txll+Q66YWaw9tbFwX4nTndf/m8sEXv43tjHPm+DJB9D910/fHn3yZ7hX9phKn8Vz5WZyP1j1Y3eZYuDb4AJZrB58hc796v5kxHa89fz5NHkBF2EPDV07FF+2H18a2wwJxKqg7KGnx1adSU0lwXKithV8nngxb7O5o0cHq0sdj3aIfI3FKhP7ct0n4YHH26YhTOqc75gnuzPUxt07BLv3STiYlGtZRNMhOOZ2f55aN91CcsmQxOh1HhLl1e2PpfZbx7aCNDhTJIbKkVv1u6AkdZeP6XoH2U5PGHK+gaUO5zZR8xCIEYEeccsSOq0fuw3QA39Qxo3vnuaa2kQ9J60b7r0l6c9ZE30v7ytrXti+svlL4wvj7x6w9tW5xfctfKF/ZTUw0OrHRY+PY8HTdm44NEs21XMeb/y58Tkx6GmtT+xt93rbfn91+qdbVS8iif2KxKY4RGzMdywbEzTDWD+kD9vHT0s7CZ9LO8lORpY6raEvsp4zJvN+irix+qlAaxPttP+59/JPaVnGvnJyGc1mcefWPeRzKZ+lrBWmsby7vU5JO80G+UvsQbdMHhXIRZ11u2v5Kn2fJ47m1ye9fTxsl4ToRO7f9CjYsBCL343EcsqBUPqLex/PRrfmg5L/mXy1xmmzw+vLrYG/bNt2IfZiIKZv2mHGR3fX5NN8T95Loe6l+snVfclJ3TPt4eYAm+iMvtnriNPg6Xl95jddvWzvnSEhfGPwPv1/doJrSCfoNlvg7F/Wjp7y9GKJ95ZvWVzbjS2eMTwTEKeeG/cMlI9FUGTlam0zUtvzAvbYaYXUK9tpa937idDbga85dnDb6tZ3r+3quVy/OusOl26Z33GW9dcc+nssDbKHugMnAoxP13AYxvrVd63YzqW4+jryt3nFFJ/EJcyjnQjv6XqBI955/aqKxa6SQEw79B414IlnHMxRvA8r2xdJpg4tNemgtpYQrtKvuJtvjur4GnTlrMvSVNF9e0uSMw8BHiPU/SII8O2sLZYmxPzU2+9RN1/f62RwH1ufymWib9guKnBSlDRgmVFrwjT2TAEqBGOZdrllnflvEuqXtiTnYy0877VBx031lT8Rk6W9q27QvpPjf8iH63hruP1g8Y9e8Svdma7yui3o9zUdddzQOua3RbibnZzXqXoK2v/LHxKt3ey2zTT92ZhxRls5PT52FXy3YfEas8ZtV+KwSp7GNLJY6bfNpjxn5ePIpTZ8/fS+FFnmqn711b8e1TVucTuQxxjdtSrvTBkAoefPG89OO/7H187VC6+x6Wt9xHdV12O+3Fo8JHtukEPZp5sIzvrKz3lLOOr+peGwgTvUxr3REUyWJibbDdwLl4NiFiVOqj0prfFysMzeLpzfmmaOI00CrXzflK6KlmDFrEOslh5mdaLOPMgnSAVX/ntrWqVvYaX5NqNnuQdJqztXjqAOqPq5oCp2crJkig44RB6ru+mpKW5z4dMZBBXv6zA+Y+Xzagc+fUaISEwXqlzNOfTvWOMGetzUnmabovoxozlmHGV8p2seDnvVXqT75lEqXEsCDr2jNzcDORvZi7E+MzX51J2Qdxh5bvtL7nLeN1qaXwAXK04Ol4We9vtUneUGMlnGJ/qnOVbV5WUzfPJzkUMzBXn56ZGdyk9C/Vo5TbVseL2qH8Y3OvRV23LjP312c2npTEX3h60vb1V744xbp+Kvx/ZkvbIrThg0LW3c2JAQ2nzmpOO2MWfXxA58yey/NQJy27exQ4pRT82tRd/QfjjiNheUIzFdyPx370LSFlDPIDSr5pDR9Zuffx/c3PCfQb5F4NHOIGV/pxRFVNxW9MXfRQJzOHhsyCka94+mYNDj+mXOtaKs9vlqcMqKBTo+DdeZm8UyM69HEKUN8cT0s5EGb2njz1RE/G76D5QVQKvnVn1i3dYjNus0OpqQ/dhzqAx9Hfu+JcW4KHWujHkYcNIj2YhKPHp37e8G7ax9qHLJ9p9fNatL0tXHunTa4OEGPJaatgLua5px1mFjTnDJfm9BWZxx4fTkh48eFDXfv7dS9AmN/jjjdtW6D92ZHq29RTKhdbfFZTaDNfQLldbLwBEH7F+UbA+IrEfX1VyrcR8z7F4cZceqNxxTOfKm46SWL/Fo5TvLJh07Ow+f2aaWuN8HXQ/rscE9O6bN+olxZF+9HUL8dv8z87Hp/xXxhQ5xSP4poc/x6Gpv0nVF/jGw+c3pxusLHM99Z+jZ7L82EON153TPmxGnDrj1xqr+aEfD8ahyXVj6THwqYnNR7+lltpj9H3rUylzRPOh2a4z7jK71xcFEbkicA4lRAOyWe0xojEzB9fGWwUslIdLxllza/rsCCLDfwsnNkjHxCXGxyW5pjpJFPjL0/tFGcQGfxXoQ4td8d6NXZI4232ZHqvnrSn3uz+6vqbv0l2eFcsbE3xxx0oqIDhz5uaYt0Y+MOM6+1RGh9NOzFo21DOhHVv9t6ahLEEheWNNXEhV87EBAOtO7jusiJR713tZXWupliF3G61lcyf2bFqfqejbbZeC2fu/69+364j/YRMUFhNjtjw/M4b9s0fWXtc/pd+fzNYG3y7zo5/kju2JMYzeePkp6e7xtiXxEOd+Zzva+frv20Y9gWp9QWGZPL78OEX9/b1s3nKs7dgZ6clvkYxMNWWyLM1zTn3aUjTvfyV0wY9cRpqTvfi8cIHjOYMJHrbHdxWvxR9lcHEaerx6zG3+ob6bOZ6xlM5IUxij6C183W/Vo/y9E5hotqS/3cEac0ZqVO6ysD0l749fkrVSZ/TqQct/q76ZylXMt8iv4Oqrdhqevw1mtkwlc244vGE9IbY9v2usNxNcWpLmKiKSGpRS70Pil5qUUnE0OjK0UHe96u/ConbzcFk1C2n792hxziRr7SVYpaXKKsTL74mH6U/oqeNmrZN6rf7sjHUpyCnYtQSt3eXK7qV/1eJ5Xe/Eh02/h86X71EwUeYKluenXEXk9BNxfjQHvtmoOCUCpWAMrjTtAT8yLvr9eHdbKN/pm53iEoUnKiP4/IMRfCR9+bjbm29ZRkhmLHjSea9v4t5LoP/6omftez1K3Ga2mLNo2Zi1ha4+OhbU0nLrzI9eG1mdddx3GJY/abT/Q5+t6p3WQPpm/T487bFtoc/tKrFO671239je63rZ/Ph+qzWftq3Bbmz3QSpDcwacMzl/QvGtpPTkMRvtLM9wo7Uq8cP/+OfhPEjtucnx7ZWV+cBmQMkX5cj3UoeoOrXbecy/TXXCnJ3lOchvpv6lf8qj9Kots/VjAb4LPYMQ+FfzdX25LdxPMYi1ORAy3MhkPfsn3yXK5sCNA4m0LzPRKn6t4s/9pfnNa+81J9vPaD2sYzwh7mYyf3RfS1FZEPm3GTfriN7VMsxd70mld5hMntQuH9kvWbMYnt9sfBr1uuZeGjV66Rfp6/MXZs62/kSBE9btYH+fHFrksvvpT5hji1NwaZnRJdAK4y/g7qxTBKVq8SGItLRUhsdazRYvcsOaKdeeLCfYoDAABgLRCnlxWIUwDWo18ZvSDoFSL9+dXkiKIBHJz4dErFGvMd1bPkiHYWnyDIJ47pieS5C3YAADh/IE4vKxCnAOzGRa+dG/bfrlxtjigawBFwXvm6yPWzM8e1M/tar/N6LAAAgNVAnAIAAAAAAAAAODkQpwAAAAAAAAAATs7BxOm3IU4BAAAAAAAAAOwIxCkAAAAAAAAAgJMDcQoAAAAAAAAA4ORAnAIAAAAAAAAAODkQpw8Vby3v7/Bn/p+781X3fzCG/99WSue8iyf3N5a/LL//7po/4//W8od9/mF6/H+ZVC7f/7ajOQ3/ZuHaNXYs/iN52a9r+vob76a+n5UtgEvLLz5d7bPapH8fEsu2zh/lf+0R7X1rr9fC74f81z4X/W+JMvH/jOb1q4/tQ/r3KGt96WEJffvm1gvm81PR9JVgR97cxt60PtetGxXvd4rdIe7vcm8Azp1s27Q+tj7c5G6XCC1OZ/3w5RWnJ0omLobjiNNyXk7w9OenJ/T7/sqEak9xSkSR+uGZidPx//cbLnTWL+PgTiVOo3Dec6xpU0GtEfs/C22CHtcJFSZ8at15XPT6ExsZzvFjQvOo2zpJGJejCoU4p411SOOm7aw3nkXo/iCvgSRGtS3H+Saxqu+7hhPEk9j2I90T4tQy9JVgJbuK03p9jPeezxhyjuKUbaiFov2dEOWhqE3j4INKcUR777g4tth79649OjWP2WXdUeza5drLTc2HTe52iYA4BRCn5tgKLqk4HeIk9Cdnb3GaxuXex/eMDwiBLAoZc009rq/Rdf/qiwdO3dk2i52lNlxY8n3W4pTG4kVzLPqa7Tj+5hMnYVKQ0Iy/B3Eaf6Y18HJjLdDx3calgHhycM5NnIJzYx9xen4EX1ftPfSNiyor0OTGWogvNU6nBJ6J1+j/01i5xwU6NoW2sLrj5mzr2mNg+74GiNOHS5zO8hCLU7lLZYKk2mkyxxvEha3uSwlY+UzVLRKq3O4b199d/kyP7lnSNnz1tlM3iVP+9Mgmcz1x2h8z0bbFr7uJfkoSi36Nti1O5RMxvvOXxOl7P79T69d2ERJdVtx2N8XpaDc0BaFS9L2bWOHJ58U+AUylzol69SMHLXOfhjjl9et5jgzWh7SFu0w0hX59sZ3D19m40HG9c0xl3RMeWm8vvmF9QFec3sivgXYEXqj7gVe3Yx9rBZ9nw2LOtmNepnShgNwZM3a9mQ/3c1bE00Z1j2kbru0O19gn0O8tf733r/Hn+PqqWTsS6Zfka72v3Wn5rHT/MGer2rxxxkbUMVr3LcK6/HC5/XZ6Ov/NrZ/mevh8tesOPvybW7fyfNxdfvZ6XoetGLEof0ZP/WPh6zLdN2y8hPOrLfaewKx9wqL6tdT1QetKxE0WS8PPX996sRO7VN2srlD3190xG/nKNC681I0Wu/lpRLeIL+t82RjdNjmn4i0QM98j+LikUnynWdMyNsf5pIum14amLU5F/T1f593b9aOturVoaq/NtVjxWcUltUP6YYYSo2LjLpJ8dkvwdWNT9BGyLSO82CXOaeQL9LUFXficNGOXsG1WnHEoZUUcSL72hbbP0Tkrv6/5Couy5Xw85vne9VO0xWlrzBLaD+vjLbxN5uR/qi0pf6Riphdf/vs6idORH5Zz/pCK07pzlBaAXsjWUUzDFjZ9Jh3BW8u9j39Sz4+LlhlHWcQ5kCgnRNdFB2qM+U1ZdwyKdjGXtuh7s7rtQvF229hijf32xNsMqu7YLsfBqQBI6A0BvvNXDZ5+14vpreWje535IBzxEZBJta7bSVSm6YvT1jmWgS03xCnhB7Fapz4/osZQJp7kGGl+HYe3z5NTtl48H9ATp2l8fycct0hcqO5gf6bu3C/6rGnDPvHeLNlLwYUlk1RfK7HtPTl15sMbFzvP8piX5MyQrn+xe/1YnPZsPQm+tr1YATGEjVlcF2q+ZTKofWOP7I/CtdnXB3vkY9yrO/m2YFfXi72lBCevYeXzUwxw7NC1l5pYUFvEvOjYpu81QM+x8I1xzfM5kr409Du0TIyD8PmftK+NYkOO2ffZmNU2+r5SJ/5kz3SNtq1uv24GYTQ/Zn2yz2mtG3Uv6YdHaL9M629OnBK0IW7rn6EhTrdj+tntl6R4EW3Jn7v39tvJ67brokK2kASjziPXIeuihJ3nfW1xKfNC7Rspxrba1hjXUvc6carjSYldG+Y7G2IjUdtv2sp8TLhW3yvQi0+9uDbC5MuiLSr/ZU/Cy7minY44jSXXp33rFA1x6uX9wld662IO60Ok/0t+mNaOzodlfAmfBV/5p7f/Rd3H98PB5j/drnv6/eEUpzfsH8qgxL/uYrUNfoQWo/TKhD6vHpfBy9tF1wvXF6cauSCsUVZRzq+zImgTHVZrzOg4OVPbjgFcUMTP/Hb5gSUle/Jc7qxt8qAXq3sP7SRcceokxcopxYSsea8eOuB482LPsTQWOrGzOPU+r9fINvE5UEnOxrHlPcSpaK/jA1ICUAtf4+kYE4AlQajJQznfqTuQAnMoaxLQau91jfNxmkiCOkkVzUe91q4jmXDb673kb47aj2bbN1a4FLKAi8UZ70Cv7Ym6Y2uPeTjrSsx3fQ3OP96DrQWW4FfbcuIFq7v6cGYfZQ3/0/JrtTkWcNeway85eeDzwPwZPUng55txauGsab1xZ0VdPT+KU+EjPHFZ4bGu+hcWS93rHV/pjJO0NxtfeD/CvcMT33qPtbbYgTZQGusyrXsdK53Y5mHEp/Lb5rj1KQGbc6xhIKIIZ44C/r0pdjX8hfL59loVK804TMI2jUTcjRsKoTgbSoUsPkvfql1TfAv2J3NaHpv4tRrHB3TRIi3VUXPWGrvstd758lhYSzqX0GtUxGVVN8WusV+2WPup9vjcO04OyWPAlDjlc7zClxbqmuM2ZMfM0QGr8hOO8iHBXju2IsfQsa3tOPzpg/9U82Pn2OPhFKc84eGFLWRyUqmsnEh+7/CzmjydIAsj7bWbYRL6ibrtYvMXhBVBG7bTowo/j4/rRB8qSuxQ0HXP0wHQC7i8X85xT0CK4gQGT5zGBEpdGoroew4kufhBz8POjZ0Xe45lsNB3Eqd0HRU+V7K/tcgnpUcRp3rt6N8NMlHxglxJRHVd+neVMFAi0J8b3g49R3ycPPGqaCRo3fmYFKe6jrk+EdT2HcUph/kFnRy+FF6zzkXPIdXv2rGLs674fItXY1np2hoxEKdiXbGS654Rp3p+3DXs2ktfOFk/mUrrfH0/vabNnHAhrETdUJx6c8LW4qnEqY3HqUyN2YDoY7L96GN6zdbixDYPZpu8vvMQp17frEhv3lvEbeVPAjfZa798TXfWpj8HDfL9tQ2QkIp15Vyq5cvc2KPO9+IZQbaj/ZWte4Q3R2ydXfPEq4afLz8Xr4iWIkV9r5/aVvrtkFj7qX15PohTbVs8RsyI01Xj7OGJ0/6Y0bXcL7Xjvo/2byKn3fpVkxOXcfLji/3OqeOH2fVUHl5x2jrmkBJNx4k1qYObJs+vS58bf59sm0now2dmR8TZMRHXqHuzus3CW7mY1jk5G2y0ASe8AOg9OeUO0SYPZle9Nx9EU5zqBKdDIyj52ATZzos9x9Ja6JldxSlD2vSoTSrJydcfQpy2EsFQWu3hiSaNL/+ODx3v103JhNxQaSUAFk98VlHXDt4MJ4lOTFy70Ql3h5ygjeqr1PnunT8lTo0t0+/Xqyi74X1v2A+KbRwbNuJ0vX0mZsRpu+4ZcSrXazrPrGHXXvrjZMTkGpw1beujeBVevw3fS2c+oitOUwzgdRkfL8bsYsXp1LraBSMQOdbPrsLUreozx73Y7OUca/CEjxJx4TNnjgIz9y6xyx1Dda9BrJwi+09jE/FzZXsUU5Tt6ThTPm/kBq7fdfpS6m6MhY8nPnk8c3ypodXWvj8iiu/0+slZ+XaftZ/+k1MR702+fLHidLaPnu8cUtoe+sTXHdUlNxUPJU5pLdKYPZziNC+eKYOmulaJUxKl/7588MVv2waczzvUk9NoCOzatNPdfnKq2yI+N049OaFZI9Zt6TLZ51YA1EJY3lsnD1LMxnHszQfhJo3OawpdPCHdQiWVeSdV38sGJY2/0AtOkNL1D+dcCTMpVjU2abK2vGacOozsKrZbv8bL7Ev/rq/ldeu6cj/7c1PRCRetTfF7N3HgYlYeG19r10EbT0j3oQS9d/6MONX+qtomC3omaQ5oHzBGrCt6KlfuvW5uJQNxmpO5Vt19cZqP87Wnvn9UcBN6P3komFfR1uD43cX6ljTHn8c/lMU3iWbEaWl3FMJ1DKt/2UGcqnWV1pIWp51+3QxP4UZjludcPREaQ3mML35TW5y5n0H5vhQXmX8Rwom1/6LE6Ufye5+ef5u6tyMARR3CD9e16f6RohFFmDp5Zz7G/aqOCV3xmPODcv0gZ9V5A6/bO78HtbPkX8pP83ygVbec0/o592eta3WsbOMJ6TbafkSeaYSuqlv4XXrix/zA0cSpEwO6pLZpP9wnidLwh+WkLZMvzPOg/HArvqwSp6yuyy1OdRHGkBw7L3Jh8zIKLg7MEclj8r7pLy8yB6yTXgE5YlXKhKUFQkXXnYyWFXGfUd227aGUoKzrnl4c7XsXIzbzEUr7NQV577RgeJEJvDxuxiwnI7Lw+m3b65zbe7cSCZdsQ7Hcb/1FUm1PPCnShW1U5CRKFuqXnedQStvNfNj1YcZNJfZ9cbpRr5HbpGcKI1R0v5ygJ8atkyw669SMqRNse3g2LIKOqt8kObrtLGjpa20wV68DlbbrMfN82oDYLi+psnXHQvfWdsbHWwd3Zi9GOIf7N31qC962u8svv6e/c99b9z1G4rRf90ichvmWa0+uTeunQ5FJlE4eBHpO1vh5vqa3fXj+Hf6vNTJOkh7oi1Pdr7vpryHn84fidOArxfGP0l+7F35c9atumjjHY7FjRnOm+z1Gxxi5zsx8r1gH3GfQX5Xmfpv7q7ARXzeOrf3Gon18C2NjoehNxFo+u32LbbS07+36FOXjTdwyftjWb/xwA+nfqbB+6bbxuVJ9LoXHGHG9tDHTL7OWnLIifnmxix/X9zfr3sljaEz1tdaG1ZyUvsl8OBR73zbDtaPmRNftro9DiNORv9r0xsx57Xd2XTJS/TY/in66VCz9cCu+FHE66heJ3VwurzgFlwcn0U+O1jo5AMBlg3ZnV2zMHAy7GQLOGCW0zfEzwIjTQxDjnU32zgesI3C10E9OwXGwT07ngDgFRyfuwihxql8VAQBcYuIfSrCv6B2b1uti4BxJAkg/gTg3DitO6cmnffvkvIA4BVcLiNOLAeIUnDH2VRkIUwAeMvZ5lWkXbth/GQbOEeb/L0EyeFhxelmAOAVXC4jTi2EfcfrMM89sxeljRpw+wsXpExCnAAAAAAAAAAAGQJwCAAAAAAAAADg5QZz+2xtvrAbiFAAAAAAAAADAwYA4BQAAAAAAAABwcvBaLwAAAAAAAACAkwNxCgAAAAAAAADg5ECcAgAAAAAAAAA4ORCnAAAAAAAAAABODsQpAAAAAAAAAICTA3EKAAAAAAAAAODkQJwCAAAAAAAAADg5EKcAAAAAAAAAAE4OxCkAAAAAAAAAgJMDcQoAAAAAAAAA4ORchDj9f3iPW8tPW9CoAAAAAElFTkSuQmCC)

##### *Capture d’écran du rapport de compilation du code de l’émetteur/capteur M5Stack version 7 par l’IDE Arduino version 2.2.1.*

**Le texte en entier :**

Le croquis utilise 854893 octets (65%) de l'espace de stockage de programmes. Le maximum est de 1310720 octets.

Les variables globales utilisent 45648 octets (13%) de mémoire dynamique, ce qui laisse 282032 octets pour les variables locales. Le maximum est de 327680 octets.